# 11차 추가문제 답안

## 파이썬 기본: 변수입력

| 수강생 공지 사항   * 제출은 프로그래머스를 통해 해주시기 바랍니다([링크](https://campus.programmers.co.kr/app/courses/24550/curriculum)). * 파일명은 아래와 같은 형식으로 제출해주세요   + 교육생번호\_이름\_교과목\_문항\_N차시\_강의명.doc   ex) DR-11111\_홍길동\_파이썬\_연습문항\_1차시\_환경및기본.doc  ex) DR-11111\_홍길동\_파이썬\_추가문항\_1차시\_환경및기본.doc   * 마감 기한은 문제가 나간 당일 자정까지입니다. |
| --- |

### 1~20 사이의 숫자 중에서 무작위로 중복되지 않는 숫자 10개를 뽑아서 출력하는 프로그램을 작성하시오.

* 새로운 무작위 숫자를 생성했을 때 기존에 저장되어 있던 숫자들과 비교해서 중복되지 않는 숫자이면 새로 저장하고, 중복된다면 버리고 새로운 숫자를 생성.
* 10개의 중복되지 않는 숫자들이 생성될 때까지 반복. 즉,무한 반복하면서 10개가 채워지면 반복을 종료해야 함

**답**

| Example Code |
| --- |
| import random  numSet = set() # 빈 집합 생성    # 무작위로 10개의 중복되지 않는 숫자 생성  while True:        n = random.randint(1, 20)        numSet.add(n)        if len(numSet) == 10:              break    # 리스트로 변환 후 출력  numList = list(numSet)  for n in numList:        print(n, end=' ') |

### 각 학생이 듣는 과목을 집합으로 저장하고, 모든 학생이 듣는 과목, 한 명이라도 듣는 과목, 한 명씩만 듣는 과목을 구하는 프로그램을 작성하시오.

student\_courses = {

"학생1": {"수학", "과학", "영어"},

"학생2": {"수학", "음악", "미술"},

"학생3": {"수학", "과학", "음악"}}

**답**

| Example Code |
| --- |
| # 학생들이 듣는 과목 집합을 딕셔너리로 표현  student\_courses = {        "학생1": {"수학", "과학", "영어"},        "학생2": {"수학", "음악", "미술"},        "학생3": {"수학", "과학", "음악"}  }    # 모든 학생이 듣는 과목을 구하기 위해 첫 번째 학생의 과목 집합을 기준으로 초기화  all\_students\_courses = student\_courses["학생1"].copy()    # 모든 학생이 듣는 과목을 구하기  for student, courses in student\_courses.items():        all\_students\_courses = all\_students\_courses.intersection(courses)    # 한 명이라도 듣는 과목을 구하기 위해 모든 학생의 과목 집합을 합집합으로 구함  any\_student\_courses = set()  for courses in student\_courses.values():        any\_student\_courses = any\_student\_courses.union(courses)  # 한 명씩만 듣는 과목을 구하기 위해 과목별로 카운트  course\_count = {}  for courses in student\_courses.values():        for course in courses:              if course in course\_count:                    course\_count[course] += 1              else:                    course\_count[course] = 1  # count가 1인것만 출력  unique\_courses = {course for course, count in course\_count.items() if count == 1}    # 결과 출력  print(f"모든 학생이 듣는 과목: {all\_students\_courses}")  print(f"한 명이라도 듣는 과목: {any\_student\_courses}")  print(f"한 명씩만 듣는 과목: {unique\_courses}") |

### 다음 문장은 Robert Zaks라는 사람이 쓴 "From Outer Space"라는 SF소설에서 일부 발췌한 내용이다. 해당 내용은 저작권이 만료된 자료로 전문은 구텐베르크 프로젝트 사이트 ([링크](https://www.gutenberg.org/ebooks/68860))에서 구할 수 있다. 해당 내용을 단어 단위로 잘라서 각 단어들이 몇회 나타나는지 기록하고, 가장 많이 반복된 단어와 두 번째로 많이 반복된 단어를 화면에 출력하는 프로그램을 작성한다.

The first they had heard of the strangers from outer space was when the new ultra short-wave frequencies were used. Professor Kennicot of Palmira University was the first to find how to generate and control them. He tried to transform the wavelengths upward to a range either auditory or visual but for some reason power was lost in the process.

Apparently he gave them a sufficient jolt with extra voltage, however, because they were picked up by the strangers in outer space as a signal. The heaviside layer did not stop these wavelengths.

Professor Kennicot was startled one day when he heard, or thought he heard, a soundless voice in his mind.

이 내용을 단어로 잘라서 각 단어들이 몇 회 나타나는지 기록하고, 가장 많이 반복된 단어와 두 번째로 많이 반복된 단어를 화면에 출력하는 프로그램을 작성한다.

- 특수 문자는 무시하기로 한다. 문자열의 split() 함수를 사용하면 마침표는 무시하 지만, 콤마(',') 같은 특수 문자는 단어의 일부로 포함될 수 있다. 따라서 단어를 자를 때 콤마를 제거해야 한다.

- 많이 나타난 빈도수가 중복되는 단어들이 있을 수 있다. 이 경우에는 그 중 한 개를 출력한다.

**답**

| Example Code |
| --- |
| words = s.split()  wordsCount = {}  for word in words:        newWord = word.strip(' \t\n,') # 콤마도 제거        if newWord in wordsCount:              wordsCount[newWord] += 1        else:              wordsCount[newWord] = 1  # 출력  #for key in wordsCount.keys():  # print(key, ":", wordsCount[key])    # 가장 빈도수가 높은 것과 두 번째로 높은 것 찾기  firstCount = 0 # 가장 많이 나타난 단어의 빈도수  secondCount = 0 # 두 번째로 많이 나타난 단어의 빈도수  firstWord = ""  secondWord = ""  for key in wordsCount.keys():        if wordsCount[key] >= firstCount: # 더 많이 나타난 단어가 있다면              firstCount = wordsCount[key]              firstWord = key        if wordsCount[key] < firstCount and wordsCount[key] > secondCount:              secondCount = wordsCount[key]              secondWord = key  print(f"가장 많이 나타난 단어: {firstWord}, 횟수: {firstCount}")  print(f"두 번째로 많이 나타난 단어: {secondWord}, 횟수: {secondCount}") |

### 13번 문제의 문자열에서 가장 많이 나타난 알파벳 문자와 나타난 횟수를 화면에 출력하는 프로그램을 작성한다.

- 특수 문자는 무시한다.

- 공백을 포함해서 특수 문자는 무시하기로 한다.

- 많이 나타난 빈도수가 중복되는 단어들이 있을 수 있다. 이 경우에는 그 중 한 개를 출력한다.

**답**

| Example Code |
| --- |
| s = """  """  d = {}  for ch in s:        if ch.isalpha():              if ch in d:                    d[ch] += 1              else:                    d[ch] = 1  count = 0  character = ''  for key in d.keys():        if d[key] >= count: # 더 많이 나타난 단어가 있다면              count = d[key]              character = key  print(f"가장 많이 나타난 문자: {character}, 횟수: {count}") |

### [13](#_heading=h.3znysh7)번 문제의 문자열에서 특수 문자까지 포함해서 두 번째로 많이 나타난 글자와 횟수를 화면에 출력하는 프로그램을 작성한다.

- 문자열에서 보이는 특수 문자는 마침표('.')와 콤마(',')가 있다. 여기서는 두 가지만 따로 세기로 한다.

**답**

| Example Code |
| --- |
| s = """  # 정답13 과 동일한 지문  """  d = {}  for ch in s:        if ch.isalpha() or ch == '.' or ch == ',':              if ch in d:                    d[ch] += 1              else:                    d[ch] = 1    firstCount = 0  firstCharacter = ''  secondCount = 0  secondCharacter = ''  for key in d.keys():        if d[key] >= firstCount: # 더 많이 나타난 글자가 있다면              firstCount = d[key]        if d[key] < firstCount and d[key] > secondCount:              secondCount = d[key]              secondCharacter = key  print(f"두 번째로 많이 나타난 문자: {secondCharacter}, 횟수: {secondCount}") |

### 알파벳 중에서 13번 문제의 문자열에 나타나지 않는 글자가 어떤 것이 있는지 화면에 출력하는 프로그램을 작성한다(대문자와 소문자를 따로 구별하지 않는다). 단 집합을 이용해서 문자가 사용되었는지 확인한다. 만약 모든 알파벳이 나타난다 면 "나타나지 않은 알파벳은 없습니다"를 출력한다.

**답**

| Example Code |
| --- |
| # 사용된 알파벳을 담을 집합 생성  chSet = set()  # 문자열에 있는 모든 알파벳을 집합에 추가(중복된 글자들은 집합에서 걸러짐)    for ch in s:        if ch.isalpha():              chSet.add(ch.lower())  # 알파벳 중에 집합에 없는 글자만 출력  for ch in "abcdefghijklmnopqrstuvwxyz":        if not ch in chSet:              print(ch) |

### 13번 문제의 문자열에서 각 알파벳 별로 시작하는 단어들을 모두 출력하는 프로그램을 작성한다. 단. 대문자와 소문자는 구별하지 않고, 중복된 단어는 한 번만 출력한다. 예를 들어, t로 시작하는 단어들을 출력하는 것은 다음과 같다.

t : The, they, them, tried, to, transform, these, thought,

**답**

| Example Code |
| --- |
| # 알고리즘:  # 알파벳을 키로 딕셔너리를 생성하고 값을 빈 집합으로 채울 것  # 문자열을 단어로 분리해서 리스트로 구성  # 리스트에 있는 각 단어에서(특수 문자 제거 후) 첫 번째 글자를 확인하고, 해당 알파벳의 집합에 추가(소문자로 변환 후 추가. 중복되는 단어들은 집합에서 걸러냄)  # 딕셔너리에서 집합의 크기가 1이상인 것들만 화면에 출력    s = """  # 정답13 과 동일한 지문  """  d = {}  alphabet = "abcdefghijklmnopqrstuvwxyz"  for ch in alphabet:        d[ch] = set()  words = s.split()  wordsCount = {}  for word in words:        newWord = word.strip(' \t\n,') # 콤마도 제거        if newWord[0].isalpha():              d[newWord[0].lower()].add(newWord.lower())  for ch in d.keys():        if len(d[ch]) > 0:              print(ch + " : ", end = '')              lst = list(d[ch])              for word in lst:                    print(word + ", ", end = '')              print() |

### 서울시에 살고 있는 구별 인구 중 10개를 가나다순으로 뽑아서 문자열 (guPopulation)을 만들었다. 이 문자열을 이용해서 구:인구 형태의 딕셔너리를 구성하라.

<요구사항>

- 사용자는 정수를 입력할 것이라고 가정

- 만약 사용자가 입력한 정수값(num)보다 작은 구가 없으면 “인구가 num보다 작은 구가 없습니다＂를 출력

- 구:인구 형태로 출력

**답**

| Example Code |
| --- |
| guPopulation = "강남구,233363,강동구,199088,강북구,144410," + \        "강서구,267442,관악구,273736,광진구,166638,구로구,180027," + \        "금천구,114402,노원구,217272,도봉구,138120"    # 문자열에서 리스트 구성. 리스트의 요소는 구, 인구,  # 구 인구, ...  lst = guPopulation.split(',')  # 리스트로부터 딕셔너리 생성  d = {}  for i in range(0, len(lst), 2):        d[lst[i]] = int(lst[i + 1])    # 인구 입력 받기  num = int(input("비교할 인구를 입력하세요: "))    # 딕셔너리에 있는 구/인구 정보와 인구 비교  count = 0  for gu, population in d.items():        if population < num:              print(f"{gu}:{population}")              count += 1 # 출력된 구가 있음  # count == 0이면 출력된 구가 없음  if count == 0:        print(f"인구가 {num}보다 작은 구가 없습니다") |

### 영문 알파벳, 특수문자, 숫자로만 구성된 비밀 번호 문자열을 입력 받고, 아래 표를 기준으로 어느 정도안전한가를 출력하는 프로그램을 작성한다.

표) 비밀번호 안전도 점검 기준(기본적으로 조건은 and임)

![](data:image/png;base64,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)

특수 문자는 키보드로 입력할 수 있는 문자들을 나타내는 것으로,"~`!\@#$%^&:',./?><|“로 가정한다.

**답**

| Example Code |
| --- |
| specialChars = "~`!\@#$%^&\*-\_+=;:',./?><|"  pw = input("비밀 번호로 사용할 문자열을 입력하세요: ")  d = {"upper":0, "special":0, "num":0}  for ch in pw:        if ch.isupper():              d["upper"] += 1        if ch in specialChars:              d["special"] += 1        if ch.isdigit():              d["num"] += 1  if len(pw) > 10 and d["special"] >= 2 and d["num"] >= 1 and d["upper"] >= 1:        print("안전함")  elif len(pw) >= 8 and len(pw) <= 10 and d["special"] >= 1 and d["num"] >= 1:        print("보통")  elif len(pw) >= 8 and len(pw) <= 10 and (d["special"] >= 1 or d["num"] >= 1 or  d["upper"] > 1):        print("보통 이하")  else:        print("안전하지 않음") |

### 아래 표는 년도별로 고등학교 학급당 학생 수를 보인다(출처: 2021교육 기본 통계 결과 발표 자료) 표를 자료구조로 저장하고, 다음 문제에 답하는 프로그램을 작성한다.

1. 전해에 비해 가장 급격하게 학생 수가 줄어든 해는 언제인가?

2. 학급당 학생 수가 30명 미만으로 떨어진 해는 언제인가?

3. 2010년부터 2021년 사이에 평균적으로 학급당 학생 수는 어느 정도 감소했는가?

표) 년도별 고등학교 학급당 학생 수

![텍스트, 스크린샷, 번호, 폰트이(가) 표시된 사진
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**답**

| Example Code |
| --- |
| d = {2010:33.7, 2011:33.1, 2012:32.5, 2013:31.9, 2014:30.9, 2015:30.0, 2016:29.3,       2017:28.2, 2018:26.2, 2019:24.5, 2020:23.4, 2021:23}  # 1 전 해에 비해 가장 급격하게 학생 수가 줄어든 해 찾기  print("1)번 문제")  max = 0  year = 0  for i in range(2011, 2022):        if d[i - 1] - d[i] >= max:              year = i              max = d[i - 1] - d[i]  print(f"{year}에 {max:.1f}명 감소한 것이 최근 가장 급격하게 줄어든 경우입니다.")    # 2 학급당 학생 수가 30명 미만으로 떨어진 해는 언제인가  print("2)번 문제")  for i in range(2010, 2022):        if d[i] < 30:              print(f"학생 수가 30명 미만으로 떨어진 첫 해는 {i}년입니다.")              break    # 3 2010년부터 2021년까지 평균적으로 감소한 학생 수  print("3)번 문제")  sum = 0  for i in range(2011, 2022):        sum += (d[i - 1] - d[i])  print(f"2010년부터 2021년까지 평균적으로 감소한 학생 수는 {sum / 11:.2f}명이다") |

| write your answer |
| --- |

### 주어진 텍스트 파일에서 각 단어의 빈도수를 계산하고, 빈도수가 높은 단어 순으로 정렬하여 출력하는 프로그램을 작성하세요.

**<**제약 사항**>**

- 대소문자를 구분하지 않습니다. (예: "Python"과 "python"은 같은 단어로 간주)

- 구두점은 무시합니다. (예: "hello,"와 "hello"는 같은 단어로 간주)

- 결과는 빈도수가 높은 단어부터 내림차순으로 정렬하여 출력합니다.

<입력 파일 예시 (input.txt)>

Hello, world! This is a test. Hello again, world. Test the Python code.

<출력 예시>

hello: 2

world: 2

test: 2

...

<힌트>

- 파일 읽기: with open('input.txt', 'r') as file:

- 문자열 처리: str.lower(), str.translate()

- 단어 분리: str.split()

- collections.Counter를 사용하여 단어 빈도수 계산

- sorted()를 사용하여 정렬

**답**

| Example Code |
| --- |
| import string  from collections import Counter  # 파일에서 텍스트 읽기  with open('input.txt', 'r') as file:        text = file.read()  # 대소문자 무시, 구두점 제거  text = text.lower().translate(str.maketrans('', '', string.punctuation))  # 단어로 분리  words = text.split()  # 단어 빈도수 계산  word\_counts = Counter(words)  # 빈도수 기준으로 정렬하여 출력  for word, count in word\_counts.most\_common():        print(f"{word}: {count}") |

| write your answer |
| --- |